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ABSTRACT: In many business sectors secure and efficient data transfer is essential. To ensure the security to the applications of business, the business sectors use Public Key Cryptographic Systems (PKCS). An RSA system generally belongs to the category of PKCS. RSA encryption is one of the public-key methods that have been popular in last decade. In particular, the RSA algorithm is used in many applications. Although the security of RSA is beyond doubt, the evolution in computing power has caused a growth in the necessary key length. The performance characteristics of RSA are observed by implementing the algorithms for computation. In this paper, RSA was implemented through an encryption and decryption procedures over different key sizes.
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1. INTRODUCTION

Because of wide uses of networks during the last decade and growing security requirements in communication, public-key cryptosystems have been regarded highly. The concept of public-key cryptography evolved from an attempt to attack two of the most difficult problems associated with symmetric encryption [2]. A key distribution under symmetric encryption requires either (1) that two communicants already share a key, which somehow has been distributed to them; or (2) the use of a key distribution center. The Rivest-Shamir-Adelman (RSA) cryptosystem is a well known public-key encryption method that is applied to many systems for encryption and decryption [3]. RSA is one of the oldest and most widely used public key cryptographic systems. It was the first algorithm known to be suitable for signing as well as encryption, and one of the first great advances in public key cryptography [1]. RSA is still widely used in electronic commerce protocols, and is believed to be secure given sufficiently long keys. The RSA method is mainly based on integer and factoring as a one-way function [2]. Asymmetric cryptography: Unlike the symmetric cryptography, asymmetric cryptography uses a pair of keys to encrypt and decrypt message. One of these two keys is known as public key as it is distributed to others and the other is called private key which is kept secret [8]. Normally public key is used to encrypt any message which can only be decrypted by the corresponding private key. There are essential properties that must be satisfied by the asymmetric cryptography [4].

(i) The key generation process should be computationally efficient.

(ii) Sender should be able to compute the cipher text by using the public key of the receiver for any message.

(iii) The receiver should be able to decrypt the cipher easily to plain text by using his own private key.

(iv) It is impossible or at least impractical to compute the private key from the corresponding public key.

(v) It is computationally infeasible to compute the plain text form the public key and cipher text.

RSA is the most widely used asymmetric encryption system or a public key encryption standard, the private key is kept secret but the public key is revealed to everybody in RSA [1]. There is no doubt that RSA provides security for large values of prime numbers [5]. Section 2 contains brief description of RSA Algorithm which is followed by implementation of RSA in section 3. Section 4 defines the applications of Public key cryptosystems. Section 5 shows the performance of RSA and finally the paper is ended with the Conclusion at Section 6.

2. OVERVIEW OF RSA CRYPTOSYSTEM

A public-key encryption scheme has six ingredients Figure 1[4]:

• Plaintext: This is the readable message or data that is fed into the algorithm as input.

• Encryption algorithm: The encryption algorithm performs various transformations on the plaintext.

• Public and private keys: This is a pair of keys that have been selected so that if one is used for encryption, the other is used for decryption. The exact transformations performed by the algorithm depend on the public or private key that is provided as input.
• Ciphertext: This is the scrambled message produced as output. It depends on the plaintext and the key. For a given message, two different keys will produce two different cipher texts.

• Decryption algorithm: This algorithm accepts the ciphertext and the matching key and produces the original plaintext.

2.2 Encryption
Encryption refers to algorithmic schemes that encode plain text into non-readable form or cipher text, providing privacy. Encryption is done by using the following steps:

1. Obtain the recipient's public key \((n, e)\).
2. Represent the plaintext message as a positive integer \(m\).
3. Compute the cipher text \(c = me \mod n\).
4. Send the cipher text \(c\) to receiver.

2.3 Decryption
Decryption refers to algorithmic schemes that decode cipher text or non-readable text into readable form or plaintext. Message is decrypted by using the following steps:

1. Receiver uses his own private key \((n, d)\) to compute \(m = cd \mod n\).
2. Extracts the plaintext from the integer representative \(m\).

3. IMPLEMENTATION OF RSA
This section includes a general technical introduction to the Eclipse Platform. The Eclipse Platform is designed for building integrated development environments (IDEs), and arbitrary tools. It presents a technical overview of its architecture and study of how the Eclipse Platform was used to build a full-featured Java development environment. Eclipse Software Development Kit (SDK) is both the leading Java integrated development environment (IDE) and the single best tool available for building products based on the Eclipse Platform [11]. The Eclipse SDK, a critical piece of the Eclipse tapestry, is a combination of the efforts of several Eclipse projects, including Platform [http://eclipse.org/platform], Java Development Tools (JDT [http://eclipse.org/jdt]), The Eclipse Platform contains the functionality required to build an IDE [13]. However, the Eclipse Platform is itself a composition of components; by using a subset of these components, it is possible to build arbitrary applications.

Eclipse Platform is more than just a foundation for building development environments. It is a foundation for building arbitrary tools and applications. One of the key benefits of the Eclipse Platform is realized by its use as an integration point. Building a tool or application on top of Eclipse Platform enables the tool or application to integrate with other tools and applications also written using the Eclipse Platform[12]. The Eclipse Platform is turned in a Java IDE by adding Java development components (e.g. the JDT) and it is turned into a C/C++ IDE by adding C/C++ development components (e.g. the CDT [http://eclipse.org/cdt])[13]. It becomes both a Java and C/C++ development
environment by adding both sets of components. Eclipse Platform integrates the individual tools into a single product providing a rich and consistent experience for its users [11]. Perhaps the most obvious thing that the Eclipse Platform provides is a managed windowing system. Although the Eclipse Platform is built on a mechanism for discovering, integrating, and running modules called plug-ins.

The following is a brief summary of features:

- Java projects
  - Java source (*.java) files arranged in traditional Java package directories below one or more source folders.
  - JAR libraries in the same project, another project, or external to the workspace.
  - Generated binary class (*.class) files arranged in package directories in a separate output folder.
- Browsing Java projects
  - In terms of Java-specific elements: packages, types, methods, and fields.
  - Arranged by package, or by supertype or subtype hierarchy.
- Editing
  - Java source code editor.
  - Keyword and syntax coloring (including inside Javadoc comments).
  - Separate outline shows declaration structure (automatic live updates while editing).
  - Compiler problems shown as annotations in the margin.
  - Declaration line ranges shown as annotations in the margin.
- Search
  - Find declarations of and/or references to packages, types, methods, and fields.
  - Search results presented in search results view.
  - Search results reported against Java elements.
- Compile
  - JCK-compliant Java compiler.
  - Compiler generates standard binary *.class files.
  - Incremental compilation.
  - Compiles triggered manually upon demand or automatically after each change to a source file (i.e., workspace auto-build).
  - Compiler problems presented in standard tasks view.
- Run
  - Run Java program in separate target Java virtual machine.
  - Supports multiple types of Java virtual machine (user selectable).
  - Console provides stdout, stdin, stderr.
  - Scrapbook pages for interactive Java code snippet evaluation.
- Debug
  - Debug Java program with JPDA-compliant Java virtual machine.
  - Set breakpoints and step through method source code.
  - Inspect and modify fields and local variables.
  - Expression evaluation in the context of a stack frame.

### 4. APPLICATIONS FOR PUBLIC-KEY CRYPTOSYSTEMS

Public-key systems are characterized by the use of a cryptographic algorithm with two keys, one held private and one available publicly [8]. Depending on the application, the sender uses either the sender’s private key or the receiver’s public key, or both, to perform some type of cryptographic function. In broad terms, we can classify the use of public-key cryptosystems into three categories:

(i) **Encryption/decryption**: The sender encrypts a message with the recipient’s public key.

(ii) **Digital signature**: The sender “signs” a message with its private key. Signing is achieved by a cryptographic algorithm applied to the message or to a small block of data that is a function of the message.

(iii) **Key exchange**: Two sides cooperate to exchange a session key. Several different approaches are possible, involving the private key(s) of one or both parties.

### 5. RESULT

This paper presents the implementation of RSA through an encryption and decryption procedures, which are readily available for commercial use. Experiments were conducted on different text sizes. The results obtained in encryption and decryptions of RSA were given in seconds. The computing times are presented in tabular form in Table1.
Table 1
RSA Encryption and Decryption Execution Timings

<table>
<thead>
<tr>
<th>Text Size</th>
<th>Encryption</th>
<th>Decryption</th>
</tr>
</thead>
<tbody>
<tr>
<td>128 bits</td>
<td>0.0549</td>
<td>0.0549</td>
</tr>
<tr>
<td>256 bits</td>
<td>0.1098</td>
<td>0.1098</td>
</tr>
<tr>
<td>512 bits</td>
<td>0.2197</td>
<td>0.1648</td>
</tr>
<tr>
<td>1024 bits</td>
<td>0.3846</td>
<td>0.3296</td>
</tr>
<tr>
<td>2048 bits</td>
<td>0.7142</td>
<td>0.6593</td>
</tr>
</tbody>
</table>

6. CONCLUSION AND FUTURE SCOPE

This paper presents an encryption and decryption procedures of RSA over different text size i.e. 128 bits, 256 bits, 512 bits, 1024 bits and 2048 bits. The code can be used to encrypt a word file, picture file, binary file and a text file. It concludes that encryption requires more time as compared to decryption timing for the same text size over the same key as shown in Table 1 (for 512 bits, 1024 bits and 2048 bits). As an asymmetric cryptosystem, RSA solves the problem inherent distributing the secret key [8]. The major drawback of RSA is its greater computational overhead due to its large key which must be improved so it can be use for the large key in future.
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