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ABSTRACT

Software testing is indispensable for all software development. As all mature engineering disciplines need to have systematic testing methodologies, software testing is a very important subject of software engineering. Database systems have important and wide popularity among the world. It is common for software applications written in an imperative language to have access to the database through SQL statements embedded in the code. Testing of such can be manual, automated, or a combination of both. Agent technologies facilitate the automated software testing by virtue of their high level decomposition, independency and parallel activation.

This paper, deals with the process of testing a Database, through automated testing using multi-agents which will ensure that testing time is not wasted and aids in better decision-making for the Test Managers. We have proposed an effective automated test framework using multi-agents that manages testing of database applications thereby reducing the various resource attributes such as people, cost, time during the test process. This framework also ensures quality in the testing process by reducing the manual work.

We have measured the effectiveness of the test process through various metrics that enhances the quality of the process. We have implemented the test process for six different database applications and their effectiveness computed through metrics.

Keywords: Database Testing, Test Cases, JADE, Multi Agents, Coverage Tree Metrics, Command Form Metrics.

1. INTRODUCTION

Software test automation has long been recognized for its potential to improve the breadth of testing by reducing redundant, manual testing and maximizing repeatability and test accuracy. However, high costs and maintenance have plagued these traditional approaches. The efficient and cost effective approach to database test automation helps ensure that database applications meet the performance, functional and service-level expectations of users, customers and business partners. Automated testing does the checking of database predefined functions and reduces the time of database management.

Database systems have major importance and wide popularity among the software industry. Database applications are becoming very complex. Most of the database applications are subject to frequent change. The automation of database application testing can be broadly partitioned into the problems of test cases generation, test data preparation and test outcomes verification [13]. Conventionally, database application testing is based upon whether or not the application can perform a set of predefined functions. It is common for software applications written in an imperative language to have access to the database through SQL statements embedded in the code. These queries are part of the application’s business logic. Because of this, it is necessary to have conducted suitable testing in the same way of the rest of the code. The tests should cover all the query situations and avoid producing undesired results so as to obtain their maximum possible coverage.

Agents can be delegated to perform simple tasks or to provide autonomous services to assist a user without being “commanded”. Agents play roles in terms of different expertise and functionalities while supporting services to an application [27]. They are responsible for making intelligent decisions to execute such activities and to provide valid and useful results. Agents can work alone, but most importantly, they can cooperate with other agents. Agents are software components in the system that are viewed as many individuals living in a society working together.

Thus managing the testing of database application becomes a tedious task. To ease the job of the tester this project proposes an effective automatic test framework that manages testing of database applications thereby reducing the various resource attributes such as people, cost, time during the test process. This framework also ensures quality in the test process by reducing the manual work. It also measures the effectiveness of the test process through various metrics that enhances the quality of the test process. We have implemented the test process for six different database applications and their effectiveness computed through metrics.

The overall goal of this paper is to increase the efficiency of database testing and automate the testing process using Multi-Agents thereby easing the work of...
the Tester and measure the effectiveness of the test process through various metrics that enhances the quality of the test process.

In Section 2 review of the related work in database testing is detailed. Section 3 describes the introduction to agents. In Section 4 describes the database testing tool. In Section 5 we have described problem statement. Section 6 describes the database testing with multi-agents. Section 7 details the Software Metrics. Section 8 describes Coverage Metrics for a Database application. Section 9 describes Experimental Databases used for Coverage Metrics Computation. Section 10 describes Result Analysis. Section 11 gives the conclusion and future work.

2. RELATED WORK

Researchers have considered various techniques for database application testing, and coverage metric for the queries. Researchers have considered various techniques for database application testing, and coverage metric for the queries. Yuetang Deng et. al. [9], in his work, have developed a tool named AGENDA that creates temporary tables to store the relevant data and converts the assertion into a check constraint at attribute/row level. He has considered static constraints involving aggregate functions, multiple tables, and dynamic constraints involving multiple database states in his execution [9].

As an extension of, Yuetang Deng et.al.’s work, A (test) GENerator for Database Application is proposed as a research prototype tool set for testing database application programs. In testing such applications, the states of the database before and after execution play important role along with the user’s input and outputs [4].

Design mechanisms to create the deterministic rule set, non-deterministic rule set, and statistic data set for a live production database was proposed by Xintao Wu et. al. [6]. A Security Analyzer together with security requirements (security policy) and output were also built. The mock database generated from the new triplet was able to simulate the live environment for testing purpose, while maintaining the privacy of data in the original database [6].

Data flow testing [8] proposed by S.K. Gardikiotis et. al. involved generating test data to force execution of different interactions between variable definitions and variable references or uses in a program variable. Here Database applications were reverse engineered in order to facilitate the embedded SQL statements. The derived code contains calls to SQL modules stored in the database server. To test these modules, data flow analysis was provided with respect to the statements of data manipulation language [8].

In Gregory M. Kapfhammer, Mary Lou So®a work, a family of test adequacy criteria can be used to assess the quality of test suites for database driven applications [7]. Develop a unique representation of a database-driven application that facilitates the enumeration of database interaction associations. These associations can reflect an applications definition and use of database entities at multiple levels of granularity. The usage of a tool to calculate intra procedural database interaction associations for two case study applications indicates that our adequacy criteria can be computed with an acceptable time and space overhead [11].

In [1], dataflow and control flow analysis and the dependences between components of a database application were used to determine the components that should be tested when any change were produced and to minimize the set of test cases during regression testing, but its aim was not to design test cases.

In [15], an automated tool that provides the measurement of the coverage of SQL queries was presented.

In [14], William G.J. Halfond and Alessandro Orso computed the testing requirements and an excellent technique for measuring coverage of these requirements was detailed.

In [23], concerning multi agent systems (MASs), some characteristics such as agent autonomy and asynchronous message-based interaction bring a degree of non-determinism which presents new testing challenges. JAT, a framework for building and running multi agent systems (MASs) test are in scenarios, which relies on the use of aspect-oriented techniques to monitor the autonomous agents during tests and control the test input of asynchronous test cases [23].

In most of the above works, some particular constraints of a database were selected and tested. None performed a complete framework for testing database application and proved the effectiveness of testing. In this paper, we have proposed an effective automated test framework that manages testing of database applications using multi-agents thereby reducing the various resource attributes such as people, cost, time during the test process. This framework also ensures quality in the test process by reducing the manual work. The effectiveness of this test process is measured through various metrics that enhances the quality of the process.

2.1 Intelligent Agents

The general definition of an intelligent agent is:

“A computer system that is situated in some environment and that is capable of flexible autonomous action in this environment in order to meet its design objectives”. Intelligent agents possess certain key characteristics:

- Ability to communicate with other agent.
- Can operate without direct user intervention.
- Monitor environment and can directly affect surroundings.
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• Ability to perform intelligent reasoning about events in environment.
• Learn from the events occurring in environment to better achieve design objectives.

2.2 Multi Agent System
The critical difference between multi-agent systems and individual agents focuses on the patterns of communication. A multi-agents system communicates with the application and the user, as well as with the other agents in the system to achieve their objectives. However, in the individual agent, communication channels are only open between the agent and the user. The key characteristics in multi-agent environments are:
• Multi-agent systems provide the infrastructure for inter-agent communication.
• Multi-agent systems are usually designed to be open concept without any centralized designer.
• The agents within a multi-agent system are autonomous and may be cooperative or competitive in nature.

The most important aspect of multi-agent systems is the communications between the agents. Many protocols have been developed that give the agents the ability to both receive and send information to each other.

2.3 Agents and Agent Algorithm
The easiest approach to the design of the multi-agent system is to design an interface agent for each of the tasks. In order to incorporate the information gathered from the agents and send it to the software maintainer, another agent is required in the system design.

In the design of the algorithms for each of the interface agents, the first consideration was to build them to work by themselves and perform their designated function. Once these functions are in place, the multi-agent communication functionality would be built into the design.

2.4 User Interface and Multi-Agent System Communication
The user interfaces designed for this research are simple, but informative. The first agent will have interaction with the other agents. The other agents will be designed to provide information to the other agents. Upon completion of individual agent design, the task of creating the multi-agent communication protocol will be performed. From the research completed on multi-agents-communication protocol, the possible choices for use are:
• Knowledge Query and Manipulation Language (KQML).
• Foundation of Intelligent Physical Agents Agent Communication Language (FIPA ACL).
• The Agent Communication Language (ACL) is used for developing Agents and JADE is used for Java Programs.

3. DATABASE TESTING TOOLS
3.1 DbUnit
Database testing is performed efficiently using the tool DbUnit. DbUnit is an open source Framework created by Manuel Laflamme. This is a powerful tool for simplifying Unit Testing of the database operations [11]. It extends the popular JUnit test framework that puts the database into a known state while the test executes. This strategy helps to avoid the problem that can occur when one test corrupts the database and causes subsequent test to fail. DbUnit provides a very simple XML based mechanism for loading the test data, in the form of data set in XML file, before a test runs. Moreover the database can be placed back into its pre-test state at the completion of the test.

3.2 JADE
JADE (Java Agent Development Framework) is a software framework fully implemented in Java. It allows reducing the time-to-market for developing distributed multi-agent applications by providing a set of ready and easy-to-use functionalities that comply with the standard FIPA specifications and a set of tools that supports the debugging and monitoring phases [30].

FIPA is the international standardization body for software agent technologies. JADE has been widely used over the last years by many organizations (both industrial and academic) in a variety of contexts: research projects, industrial prototyping, tutorials, and as a teaching support for agent-related courses in many Universities all over the world. JADE is extremely versatile and its features and footprint can also fit the constraints of environments with limited resources.

4. PROBLEM STATEMENT
The problem addressed in this paper is as follows.
• Automate the process of generating test database, test case generation and test case execution.
• Define a measurement of coverage for SQL SELECT queries in relation to a database loaded with test data that can be used as an adequacy criterion to carry out the testing of applications with access to databases.

5. DATABASE TESTING WITH MULTI-AGENTS
The agent based database testing (ABDT) proposed here is to offer a definition for encompassing to cover the database testing phenomena based on agents, yet sufficiently tight that it can rule out complex systems that are clearly not agent based. Agent technologies facilitate the automated software testing by virtue of their high level
decomposition, independency and parallel activation. We have proposed framework for Agent based database testing is shown in Fig. 1.

In the framework the database to be tested is converted to an XML file by conversion agent and the dataset is got by the getDataSet method. Database connection is done by getconnection method. Using these methods all the test cases that are placed in the repository is executed and the actual output is compared with expected output for correctness. The valid test cases from the repository are used for calculating the various metrics to achieve quality. As this is done automatically by the framework, manual work is reduced, thereby reducing the resource attributes.

5.1 Test Agent
Test agent is the main agent that coordinates the conversion agent and test suite agent. The test agent activates each agents depending on the messages received from the agents and activates the other agents accordingly. During database testing, the test agent initiates the conversion agent first and checks whether the table conversion (Database table to XML file) has been completed first. After the completion of the work by the conversion agent, it activates the test suite agent. The test suite agent executes the test cases for the database from repository. After the completion of the test case execution, the test suite agent response to the test agent through a message. The test agent initiates the coverage metric agent which measures the effectiveness of the test process through various metrics that enhances the quality of the test process. The functionality of the test agent is shown in Fig. 2.

5.2 Conversion Agent
A Block Diagram for converting database into xml file for database testing using conversion agent is shown in Fig. 3.

Testing the database requires that the data should be in a known initial state. The database is converted as a XML data set for easy understanding of the DbUnit. The conversion agent is activated through the message from the test agent.

After the intimation of the test agent, the functionality of the conversion agent as follows:

- Checks for the oracle database connectivity.
- From the database it gets the table to be converted.
- Convert the table into an XML file.

If the table is not available it gives the message to the test agent. Otherwise the table is converted using the DbUnit by conversion agent. It converted the table from the database into an XML file.

Element names match table names and the attribute names match columns. Then it responds to the test agent by the completion message and terminates from the agent main container.

5.3 Test Suite Agent
The Block Diagram for Test suite agent execution for database testing is shown in Fig. 4.

Test suite agent gets the control from the test agent. The test suite agent functionality as follows:

- Checks for the oracle database connectivity.
- Gets the converted input xml file through getDataset () method.
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- Executes the test cases from the repository.
- Stores the result of the test case in output xml file.

For example, the TestInsert Test Case. This operation inserts the dataset contents into the database. This operation assumes that table data exists in the target database and fails if this is not the case. To prevent problems with foreign keys, tables must be sequenced appropriately in the dataset. The testInsert test case gets the input from the xml and inserts this into the database by executing the database operation INSERT.

5.4 Coverage Metric Agent

The Block Diagram for Coverage Metric Agent for database testing is shown in Fig. 5. Coverage metric agent gets the control from the test agent.

The Coverage metric agent functionality as follows:
- Initiates the coverage tree metric.
- The coverage tree metric calculates the coverage percentage for SELECT queries.
- After completion, it reports to the coverage metric agent.
- Then initiates the command form metric.
- The command form metric calculates the coverage percentage for SELECT queries.

6. SOFTWARE METRICS

Software metrics is defined as the current state of art in the measurement of software products and process [17]. Measurement is the process by which numbers or symbols are assigned to attributes of entities in the real world in such a way as to describe them according to clearly defined unambiguous rules. Metrics strongly support software project management activities mainly test management. They relate to the four functions of management as follows:

(i) **Planning**: Metrics serve as a basis of cost estimating, training planning, and resource planning, scheduling, and budgeting.
(ii) **Organizing**: Size and schedule metrics influence a project’s organization.
(iii) **Controlling**: Metrics are used to status and track software development activities for compliance to plans.
(iv) **Improving**: Metrics are used as a tool for process improvement and to identify where improvement efforts should be concentrated and measure the effects of process improvement efforts.

6.1 Importance of Metrics

Deriving metrics in every phase of the SDLC has a major importance through out the life cycle of Software for management, Managers, Developers and Customers [17].

6.1.1 Metrics in Project Management

1. Metrics make the project’s status visible. Managers can measure progress to discover if a project is on schedule or not.
2. Metrics focus on activity. Workers respond to objectives, and metrics provide a direct objective for improvement.
3. Metrics help to set realistic expectations. By assisting in estimation of the time and resources required for a project, metrics help managers set achievable targets.
4. Metrics lay the foundations for long-term improvement.
5. Metrics also help the management in reducing various resources namely people, time and cost in every phase of SDLC.

6.1.2 Metrics in Decision Making

Metrics will not drive a return on investment unless managers use them for decision making. Some decisions in which software metrics can play a role include Product readiness to ship/deploy, Cost and schedule for a custom project, How much contingency to include in cost and schedule estimates, Where to invest for the biggest payback in process improvement, and When to begin user training.

Managers should demand supporting metrics data before making decisions such as these. For example, they can use fault-arrival-and-close-rate data when deciding readiness to deploy. Knowing the Overall project risk through metrics can help managers decide how much contingency to include in cost and schedule estimates.

6.2 Procedural (Traditional) Software Metrics

Support decision making by management and enhance return on the IT investment [18]. Once business goals have been identified, the next step is to select metrics that support them. Various types of Metrics [20] found in literature are:
Lines of Code namely Total Lines of Count (TLOC), Executable Lines of Count (ELOC), Comment Lines of Count (CLOC).

Hallstead’s Metrics namely Program Length (N), Program Volume (V), Effort to Implement (E), Time to Implement (T), Number of Delivered Bugs (B).

Function point (FP) [20] is a metric that may be applied independent of a specific programming language, in fact, it can be determined in the design stage prior to the commencement of writing the program.

6.3 Object Oriented Metrics
The most commonly cited software metrics to be computed for software with an object-oriented design are those proposed by Chidamber and Kemerer [20], [21]. Their suite of metrics consists of the following metrics: weighted methods per class, depth of inheritance tree, number of children, coupling between object classes, response for a class, and lack of cohesion in methods.

6.4 Coverage Metrics
To measure how well the program is exercised by a test suite, coverage metrics are used [21, 22]. There exists a number of coverage metrics in literature. Following are descriptions of some types of coverage metrics.

(a) **Statement Coverage:** This metric is defined as “The percentage of executable statements in a component that have been exercised by a test case suite”.

(b) **Branch Coverage:** This metric is defined as “The percentage of branches in a component that have been exercised by a test suite”.

(c) **Loop Coverage:** This metric is defined as “The percentage of loops in a component that have been exercised by a test suite”.

(d) **Decision Coverage:** This metric is defined as “The percentage of Boolean expressions in a component that have been exercised by a test suite” [22].

(e) **Condition Coverage:** This metric is defined as “The percentage of decisions in a component that have been exercised by a test suite” [13].

7. EXPERIMENTAL DATABASES USED FOR COVERAGE METRICS COMPUTATION
For experimental purpose we have considered four databases created by the under graduate students and two database from UCI Machine Learning Repository [http://archive.ics.uci.edu/ml/].

The details of the above databases are shown in Table 1 as follows. In Table 1, for testing the various databases we have considered 15 test cases for department database and 22 test cases from university dataset, etc. For each and every database, the test cases were executed using the DbUnit tool.

### Table 1

<table>
<thead>
<tr>
<th>Database application</th>
<th>Attributes</th>
<th>Records</th>
<th>Primary keys</th>
<th>Foreign keys</th>
<th>Size (KB)</th>
<th>Select queries (test cases)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Census (UCI)</td>
<td>14</td>
<td>682</td>
<td>4</td>
<td>2</td>
<td>62</td>
<td>25</td>
</tr>
<tr>
<td>Employee</td>
<td>12</td>
<td>425</td>
<td>5</td>
<td>1</td>
<td>53</td>
<td>30</td>
</tr>
<tr>
<td>Department</td>
<td>10</td>
<td>321</td>
<td>3</td>
<td>1</td>
<td>46</td>
<td>15</td>
</tr>
<tr>
<td>Location</td>
<td>8</td>
<td>425</td>
<td>2</td>
<td>1</td>
<td>51</td>
<td>20</td>
</tr>
<tr>
<td>Tax</td>
<td>11</td>
<td>250</td>
<td>3</td>
<td>1</td>
<td>32</td>
<td>18</td>
</tr>
<tr>
<td>University Data Set (UCI)</td>
<td>17</td>
<td>285</td>
<td>7</td>
<td>3</td>
<td>37</td>
<td>22</td>
</tr>
</tbody>
</table>

8. RESULT ANALYSIS
8.1 Analysis of Coverage Metrics
We have calculated the various coverage metrics using coverage tree and command form. We have considered test cases (SELECT queries) which have conditions based on one or more tables as shown in Table 2.

From Table 2 it is clear that as the number of tables and the conditions in the SELECT queries increases, the coverage percentage for both metrics using coverage tree and command form gets decreased.

For example considering test Case 4, test Case 5 which contains 1 Table 1 condition, has a coverage tree percentage of 49.61%, 45.66% and command form percentage of 82.56%, 79.45% respectively. For test case 23,24 which has 2 Table 2 conditions, the percentages is reduced to 21.69%, 24.87% and 68.22%, 69.63% respectively. Similarly considering test case 35, 36 that has 4 Table 2 conditions the percentage further reduces to 25.00%, 17.94% and 66.45%, 67.41% respectively. Similarly considering test case 43 that has 5 Tables 4 conditions the percentage further reduces to 20.12% and 66.34% respectively.

The results of two Coverage algorithms namely coverage tree and command form were analyzed for different kinds of select statements with varying tables
<table>
<thead>
<tr>
<th>Test case no.</th>
<th>Query</th>
<th>Table</th>
<th>Condition</th>
<th>Coverage % by coverage tree</th>
<th>Coverage % by command form</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Select * from census where IDNO=11;</td>
<td>1</td>
<td>1</td>
<td>50.00</td>
<td>83.33</td>
</tr>
<tr>
<td>2.</td>
<td>Select * from census where name=&quot;Prameela&quot;;</td>
<td>1</td>
<td>1</td>
<td>46.72</td>
<td>80.41</td>
</tr>
<tr>
<td>3.</td>
<td>Select * from census where job=&quot;manager&quot;;</td>
<td>1</td>
<td>1</td>
<td>47.32</td>
<td>81.21</td>
</tr>
<tr>
<td>4.</td>
<td>Select * from census where salary=20000;</td>
<td>1</td>
<td>1</td>
<td>49.61</td>
<td>82.56</td>
</tr>
<tr>
<td>5.</td>
<td>Select * from census where sex=&quot;F&quot;;</td>
<td>1</td>
<td>1</td>
<td>45.66</td>
<td>79.45</td>
</tr>
<tr>
<td>6.</td>
<td>Select * from emp, dept where emp.eid=121;</td>
<td>2</td>
<td>1</td>
<td>33.3</td>
<td>75.12</td>
</tr>
<tr>
<td>7.</td>
<td>Select * from emp, dept where emp.ename=&quot;Prameela&quot;;</td>
<td>2</td>
<td>1</td>
<td>35.24</td>
<td>69.23</td>
</tr>
<tr>
<td>8.</td>
<td>Select * from emp, dept where emp.sal=35000;</td>
<td>2</td>
<td>1</td>
<td>32.87</td>
<td>73.82</td>
</tr>
<tr>
<td>9.</td>
<td>Select * from emp, dept where emp.job=&quot;SPgmer&quot;;</td>
<td>2</td>
<td>1</td>
<td>34.71</td>
<td>70.64</td>
</tr>
<tr>
<td>10.</td>
<td>Select * from emp, dept where emp.emgid=191;</td>
<td>2</td>
<td>2</td>
<td>25.31</td>
<td>71.42</td>
</tr>
<tr>
<td>11.</td>
<td>Select * from emp, dept where emp.eid=dept.eid and emp.ename=&quot;Balaji&quot;;</td>
<td>2</td>
<td>2</td>
<td>23.76</td>
<td>73.65</td>
</tr>
<tr>
<td>12.</td>
<td>Select * from emp, dept where emp.eid=dept.eid and emp.emgid=191;</td>
<td>2</td>
<td>2</td>
<td>22.64</td>
<td>75.22</td>
</tr>
<tr>
<td>13.</td>
<td>Select * from emp, dept where emp.eid=dept.eid and emp.job=&quot;SPgmer&quot;;</td>
<td>2</td>
<td>2</td>
<td>24.87</td>
<td>70.43</td>
</tr>
<tr>
<td>14.</td>
<td>Select * from emp, dept where emp.eid=dept.eid and emp.sal=35000;</td>
<td>2</td>
<td>2</td>
<td>21.69</td>
<td>74.77</td>
</tr>
<tr>
<td>15.</td>
<td>Select * from emp, dept where emp.eid=dept.eid and dept.dname=&quot;manager&quot;;</td>
<td>3</td>
<td>1</td>
<td>50.00</td>
<td>81.21</td>
</tr>
<tr>
<td>16.</td>
<td>Select * from emp, dept, loc where emp.eid=121;</td>
<td>3</td>
<td>1</td>
<td>47.32</td>
<td>80.41</td>
</tr>
<tr>
<td>17.</td>
<td>Select * from emp, dept, loc where emp.ename=&quot;Balaji&quot;;</td>
<td>3</td>
<td>1</td>
<td>49.61</td>
<td>83.33</td>
</tr>
<tr>
<td>18.</td>
<td>Select * from emp, dept, loc where emp.job=&quot;SPgmer&quot;;</td>
<td>3</td>
<td>1</td>
<td>45.66</td>
<td>82.56</td>
</tr>
<tr>
<td>19.</td>
<td>Select * from emp, dept, loc where emp.sal=35000;</td>
<td>3</td>
<td>1</td>
<td>46.72</td>
<td>81.21</td>
</tr>
<tr>
<td>20.</td>
<td>Select * from emp, dept, loc where dept.dname=&quot;manager&quot;;</td>
<td>3</td>
<td>1</td>
<td>47.77</td>
<td>80.41</td>
</tr>
<tr>
<td>21.</td>
<td>Select * from emp, dept, loc where emp.eid=dept.eid and Dept.did=loc.did;</td>
<td>3</td>
<td>2</td>
<td>25.31</td>
<td>74.12</td>
</tr>
<tr>
<td>22.</td>
<td>Select * from emp, dept, loc where emp.eid=dept.eid and loc.city=&quot;Banglore&quot;;</td>
<td>3</td>
<td>2</td>
<td>23.76</td>
<td>70.65</td>
</tr>
<tr>
<td>23.</td>
<td>Select * from emp, dept, loc where emp.eid=dept.eid and dept.did=221;</td>
<td>3</td>
<td>2</td>
<td>21.69</td>
<td>68.22</td>
</tr>
<tr>
<td>24.</td>
<td>Select * from emp, dept, loc where emp.eid=dept.eid and emp.sal=35000;</td>
<td>3</td>
<td>2</td>
<td>24.87</td>
<td>69.63</td>
</tr>
<tr>
<td>25.</td>
<td>Select * from emp, dept, loc where emp.eid=dept.eid and dept.dname=&quot;manager&quot;;</td>
<td>3</td>
<td>2</td>
<td>22.64</td>
<td>72.62</td>
</tr>
<tr>
<td>26.</td>
<td>Select * from emp join dept on (emp.eid=dept.eid) join loc on(dept.eid=loc.eid) and (dept.did=loc.did);</td>
<td>3</td>
<td>3</td>
<td>37.11</td>
<td>67.56</td>
</tr>
<tr>
<td>27.</td>
<td>Select * from emp join dept on (emp.eid=dept.eid) join loc on(dept.eid=loc.eid) and (dept.dname=&quot;manager&quot;);</td>
<td>3</td>
<td>3</td>
<td>25.14</td>
<td>65.87</td>
</tr>
<tr>
<td>28.</td>
<td>Select * from emp join dept on (emp.eid=dept.eid) join loc on(dept.eid=loc.eid) and (emp.sal=35000);</td>
<td>3</td>
<td>3</td>
<td>17.98</td>
<td>63.91</td>
</tr>
<tr>
<td>29.</td>
<td>Select * from emp join dept on (emp.eid=dept.eid) join loc on(dept.eid=loc.eid) and (loc.city=&quot;Banglore&quot;);</td>
<td>3</td>
<td>3</td>
<td>32.33</td>
<td>59.65</td>
</tr>
<tr>
<td>30.</td>
<td>Select * from emp join dept on (emp.eid=dept.eid) join loc on(dept.eid=loc.eid) and (emp.job=&quot;SPgmer&quot;);</td>
<td>3</td>
<td>3</td>
<td>16.77</td>
<td>61.56</td>
</tr>
<tr>
<td>31.</td>
<td>Select * from emp, dept, loc, mng where emp.eid=dept.eid;</td>
<td>4</td>
<td>1</td>
<td>49.56</td>
<td>69.23</td>
</tr>
<tr>
<td>32.</td>
<td>Select * from emp, dept, loc, mng where emp.did=loc.did;</td>
<td>4</td>
<td>1</td>
<td>47.77</td>
<td>68.22</td>
</tr>
</tbody>
</table>
and conditions as shown in Table 2 and the graphical representation of the result is as shown in Fig. 6. From the table it is clear that the coverage percentage calculated using command form is higher than the coverage tree algorithm. Thus these metrics help the test manager to keep track of how much testing they have performed for the database application.

From Table 3 it is clear that the execution time reduces from 29.86 seconds to 10.678 seconds for the census application with 682 records with 15 test cases. Similarly for employee and university dataset applications there is a reduction in execution time when multi-agents are used. Thus MADT framework helps the test manager in performing the automated testing in an efficient, cost effective and time consuming manner.

### 8.2 Analysis of Execution Time for Database Application

In this paper we have compared the execution time of the complete Database Testing without agents and with agents. The result is shown in Table 3.

### 9. CONCLUSION AND FUTURE ENHANCEMENT

Managing the test process, being a complex and time consuming, has been drastically reduced through automation using multi-agents thereby increasing the Quality of the Test management. Well-designed metrics...
with documented objectives can help an organization obtain the information it needs to continue and improve its software products, processes, and services. We have proposed a test management framework that eases the job of the Test Manager for a database application using multi-agents.

In this paper we have evaluated the two coverage algorithms using coverage tree and command form for database applications to prove the effectiveness of testing.

This work can be extended by calculating the coverage for other DML statements of database applications. In order to attain the better accuracy and effectiveness of testing, SQL mutation operators could be used for SQL queries. Using mutation operators the average percentage of fault detected, fault defect density of a particular test case can be calculated.
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